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Microcode, what is it good for?

- Complete Deterministic Control
- Minimal Hardware
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- Flexibility
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Meeting a Constrained Reality

<table>
<thead>
<tr>
<th></th>
<th>LLVM Assembly</th>
<th>ISAL</th>
</tr>
</thead>
<tbody>
<tr>
<td>Operations</td>
<td>Instructions &amp; intrinsic functions</td>
<td>Additional system operations</td>
</tr>
<tr>
<td>Single Value Types</td>
<td>Virtually unlimited</td>
<td>Set of integer, floating point, pointer, and vector types</td>
</tr>
<tr>
<td>Registers</td>
<td>Unlimited</td>
<td>Register windows</td>
</tr>
<tr>
<td>Arguments</td>
<td>Source and destination registers</td>
<td>Registers with support of accumulating in source registers, immediate values</td>
</tr>
<tr>
<td>Binary Representation</td>
<td>Bitcode</td>
<td>Custom dense binary coding</td>
</tr>
</tbody>
</table>
Optimized Operation Sequences

a := a + b

\[
\text{add} \, a \, a \, b
\]

\[
\text{add.update} \, a \, b
\]

Accumulating in source register

 opcode dst src1 src2

a := a + 42

\[
\text{move} \, b \, 42
\]

\[
\text{add} \, a \, a \, b
\]

Immediate values

 opcode src1 src2

\[
\text{add.immediate} \, a \, a \, 42
\]

\[
\text{add.update.immediate} \, a \, 42
\]
Optimized Binary Representation

Maximize Code Density
Optimize Microcode Size
Minimize Execution Time

Variable-length Instructions

<table>
<thead>
<tr>
<th>Instruction Lengths (Bytes)</th>
<th>Number of Instructions</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>7</td>
</tr>
<tr>
<td>2</td>
<td>198</td>
</tr>
<tr>
<td>3</td>
<td>465</td>
</tr>
<tr>
<td>4</td>
<td>258</td>
</tr>
<tr>
<td>5</td>
<td>61</td>
</tr>
<tr>
<td>6</td>
<td>11</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
</tr>
<tr>
<td>10</td>
<td>4</td>
</tr>
</tbody>
</table>
ARM Cortex requires 35%+ more, Intel 80%+ more program memory.
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